Introduction to Algorithms : Third Assignment

Liu Chengjun, Student ID: 0490303961

Question 1:

Step 1: Convert Graphic Map into mathematical elements.

Using either adjacency list or matrix is okay. Due to no restriction about efficiency and relatively complex edges, we here use matrix to describe graphic paths.

The matrix below describes paths of the graph. The vertical indexes are starting points of arrow edges, while the horizontal indexes are ending points of arrow edges. The lengths of edges are put between axes.

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| 1 | 0 | 5 |  |  | 2 |  |  | 8 |  |  |
| 2 |  | 0 | 1 |  |  |  |  |  |  |  |
| 3 |  |  | 0 | 4 | 2 | 1 |  |  |  |  |
| 4 |  |  |  | 0 |  | 3 | 10 |  |  |  |
| 5 |  | 3 |  |  | 0 | 7 |  |  | 3 |  |
| 6 |  |  |  |  |  | 0 | 8 |  | 5 | 1 |
| 7 |  |  |  |  |  |  | 0 |  |  |  |
| 8 |  |  |  |  | 1 |  |  | 0 |  |  |
| 9 |  |  |  |  |  |  |  | 2 | 0 | 4 |
| 10 |  |  |  |  |  |  | 6 |  |  | 0 |

Step 2: Present draft of Dijkstra Algorithm.

Before Dijkstra Algorithm the algorithm of RELAX should be introduced first:

If there exists an edge from vertex A to vertex B, compare if the edge shortens distance from starting point to end B by adding edge up on distance from starting point to end A:

![](data:image/x-wmf;base64,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)

If indeed the distance to A plus length of edge is shorter, make distance to B equal to that distance and set predecessor to be A.

Besides, we need initialize data structure used in algorithm.

Denote set of distances to be ![](data:image/x-wmf;base64,183GmgAAAAAAAKABoAEDCQAAAAASXgEACQAAAy0BAAACAIoAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKgAaABCwAAACYGDwAMAE1hdGhUeXBlAAAgABIAAAAmBg8AGgD/////AAAQAAAAwP///8b///9gAQAAZgEAAAUAAAAJAgAAAAIFAAAAFAJgAUYAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAACgAAAAAACfqhdEAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAARAAAA4oAAAAmBg8ACQFBcHBzTUZDQwEA4gAAAOIAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINEAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAAC0AIoFAAAKAL5xZna+cWZ2tACKBYjPXwAEAAAALQEBAAQAAADwAQAAAwAAAAAA) , and set of predecessors to be ![](data:image/x-wmf;base64,183GmgAAAAAAAIABoAECCQAAAAAzXgEACQAAAy0BAAACAIoAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKgAYABCwAAACYGDwAMAE1hdGhUeXBlAAAgABIAAAAmBg8AGgD/////AAAQAAAAwP///8b///9AAQAAZgEAAAUAAAAJAgAAAAIFAAAAFAJgAUYAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAACgAAAAAACfqhdEAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAUHkAA4oAAAAmBg8ACQFBcHBzTUZDQwEA4gAAAOIAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINQAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAAC0AIoFAAAKAMNpZhbDaWYWtACKBYjPXwAEAAAALQEBAAQAAADwAQAAAwAAAAAA) .

![](data:image/x-wmf;base64,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)

We make distances to each vertex the maximum such that we can relax the distances, and make predecessors uncertified to fill predecessors from relax process.

For an input of graph set ![](data:image/x-wmf;base64,183GmgAAAAAAAMAGAAIACQAAAADRWgEACQAAA6YBAAACAJkAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIAAsAGCwAAACYGDwAMAE1hdGhUeXBlAABQABIAAAAmBg8AGgD/////AAAQAAAAwP///8b///+ABgAAxgEAAAUAAAAJAgAAAAIFAAAAFAJgAc4CHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAACgAAAAAACfqhdEAAAAAEAAAALQEAAAwAAAAyCgAAAAADAAAAKCwpAIYBngEAAwUAAAAUAmABLgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAKAAAAAAAJ+qF0QAAAAAQAAAAtAQEABAAAAPABAAAMAAAAMgoAAAAAAwAAAEdWRQAGA7wBAAMFAAAAFAJgAagBHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQU3ltYm9sAABQJSF3LDsKHAAACgAAAAAACfqhdEAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAA9AAADmQAAACYGDwAoAUFwcHNNRkNDAQABAQAAAQEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAE1dpbkFsbENvZGVQYWdlcwARBsvOzOUAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAFAAoBAAIAg0cAAgSGPQA9AgCCKAACAINWAAIAgiwAAgCDRQACAIIpAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AMLQAigUAAAoAR0hmMEdIZjC0AIoFiM9fAAQAAAAtAQEABAAAAPABAAADAAAAAAA=) and starting point ![](data:image/x-wmf;base64,183GmgAAAAAAACABYAECCQAAAABTXgEACQAAAy0BAAACAIoAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJgASABCwAAACYGDwAMAE1hdGhUeXBlAAAwABIAAAAmBg8AGgD/////AAAQAAAAwP///yYAAADgAAAAhgEAAAUAAAAJAgAAAAIFAAAAFAIAAUAAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAACgAAAAAACfqhdEAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAcwAAA4oAAAAmBg8ACQFBcHBzTUZDQwEA4gAAAOIAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINzAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAAC0AIoFAAAKADljZrE5Y2axtACKBYjPXwAEAAAALQEBAAQAAADwAQAAAwAAAAAA) (here we start from 1):

![](data:image/x-wmf;base64,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)

The theory is for every loop to select the nearest point to starting point and renew the distances to starting points so that we can select new point and its nearest distance in next round, and finish with all points found in nearest distances.

Step 3: Realization in Matlab programming

For the input of graphic matrix, we program in Matlab to solve the problem:

|  |
| --- |
| a=zeros(10);% create graphic matrix  %input edge lengths into matrix  a(1,2)=5;a(1,5)=2;a(1,8)=8;a(1,6)=10;  a(2,3)=1;  a(3,4)=4;a(3,5)=2;a(3,6)=1;  a(4,6)=3;a(4,7)=10;  a(5,2)=3;a(5,6)=7;a(5,9)=3;  a(6,7)=8;a(6,9)=5;a(6,10)=1;  a(8,5)=1;  a(9,8)=2;a(9,10)=4;  a(10,7)=6;  a(a==0)=inf; %set all other edges to be inf(no route)  a(1,1)=0;a(2,2)=0;a(3,3)=0;a(4,4)=0;a(5,5)=0;a(6,6)=0;a(7,7)=0;a(8,8)=0;a(9,9)=0;a(10,10)=0;%reach itself is zero distance  pb(1:length(a))=0;pb(1)=1; %record the state whether the point is regarded min(NewP) and set into T  index1=1; %order the vertices are put into T  index2=ones(1,length(a)); %the array to store predecessors.  d(1:length(a))=inf;d(1)=0; %store the distances  temp=1; %indicates the vertex from which the routes are searched and relaxed  while sum(pb)<length(a) %while not all points are included  tb=find(pb==0); %from starting point find all unincluded points that are possibly reached by edges  d(tb)=min(d(tb),d(temp)+a(temp,tb));%relax the edges to find min edge.  tmpb=find(d(tb)==min(d(tb))); %find the shortest edge and nearest point to reach  temp=tb(tmpb(1));%take one of the shortest points  pb(temp)=1;%mark the point as included.  index1=[index1,temp]; %renew the order.  temp2=find(d(index1)==d(temp)-a(temp,index1));%find the predecessor  index2(temp)=index1(temp2(1)); %record the predecessor  end |

With the algorithm above, the answer is get:

|  |
| --- |
| d = %the distance to each point (from 1 to 10)  0 5 6 10 2 7 14 7 5 8  index1 = %order the algorithm searches in  1 5 2 9 3 6 8 10 4 7  index2 = %the predecessor of each point  1 1 2 3 1 3 10 9 5 6 |